**INSY 5336**

**Python Programming**

**Spring 2023**

**Homework 2 (100 points)**

**Deadline April 30th (No exceptions)**

The following guidelines should be followed and will be used to grade your homework:

* All code to be implemented and submitted as a jupyter notebook (.ipynb) file.
* This is an individual homework assignment; no group submissions will be accepted. If you discuss in groups, please write your code individually and submit.
* Sample runs shown in the question should be used as a guide for implementation. However extensive testing needs to be done on your code to deal with all test cases that might possibly be executed.
* The high-level algorithm of how you are solving the problem should be documented in the cell preceding the code in markdown language.
* The instructions for running of each cell and the expected results should be documented in the cell preceding the code using markdown language.
* Every code segment in the jupyter notebook cells should be well documented with comments. Use # in the code to provide comments and they should explain the algorithm step and what the code segment is doing.
* Error checking in your code is very important and differentiates a high-quality programmer from a low quality one. Hence you should account for invalid user inputs, infinite loops, out of range results, etc. and resolve them by appropriate error messages. **The homework will be graded for robustness of your code.**

1. (25 points) Write a program to request a file name from the user and calculate the following statistics of the contents of the file:

* Number of lines
* Number of words
* Number of characters
* Average length of a word

In this problem use the following definitions:

A line is a sequence of characters that end with a newline (\n) character

A word bounded by one or more spaces (or \n) on either side of it (or both sides)

A character is any single length string, e.g. ‘a’, ‘-‘, etc. but not a space (or white space)

An example file called robertfrost.txt is included in the homework files

Sample Run

*What is the filename: robertfrost.txt*

*Number of lines: 4*

*Number of words: 27*

*Number of characters: 132*

*Average length of a word: 3.8*

Note: If your file statistics are different from the answer I have given above, please explain in your notes/markdown script how you arrived at your answers. For example if you use the readlines() function then it will count the last line which does not end with a newline (\n) as a line, that is fine as long as you understand it and are able to explain.

2. (25 points) A string is an anagram of another if the second string is simply a scrambled version of the first. Write a python program to implement the following game:

1. Reads in a file that has words and their meanings in a text file. An example “words and their meanings” file is given in canvas. Note that your program needs to ask the user for the “words and their meanings” file to use.
2. The words and their meanings text file is of the csv (comma separated values) format. Use either notepad++ or notepad to create your file in the same format as the mywords.txt file given to you in canvas
3. Your program should then pick a word from the “words and their meanings” file, scramble the letters, and ask the user to unscramble it. Every run of your program should pick a word at random.
4. The user may type in the unscrambled word or may ask for the definition/meaning of the word by entering a question mark.
5. The game continues for the number of times as the number of letters in the word. For example if the word is “poor”, the program will allow four attempts.
6. The program will also provide the definition of the word (at the user’s request), only once. If the user enters “?” more than once, an error message will be given with the warning that the next input of a “?” will be counted as an attempt at the answer.
7. until the user says “no” to the question: “Do you want to continue?”. A sample run is shown below (user inputs are in red):

**Give the name of the “words and their meanings” file: mywords.txt**

**Do you want to play: Y**

**Unscramble the following letters to form a word. Type “?” for the meaning of the unscrambled word: ulecenop**

**Enter the answer [or ? for the meaning]: ?**

**The word means: great wealth**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: rich**

**Wrong, you have exceeded the number of attempts. Bye!**

**Do you want to play: Y**

**Unscramble the following letters to form a word. Type “?” for the meaning of the unscrambled word: yrnuep**

**Enter the answer [or ? for the meaning]: injury**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: ?**

**The word means: extremely poor**

**Enter the answer [or ? for the meaning]: ?**

**You have been given the meaning before. Next time you ask for the meaning it will count as an attempt!**

**Enter the answer [or ? for the meaning]: poverty**

**Wrong, try again**

**Enter the answer [or ? for the meaning]: penury**

**You got it!**

**Do you want to play: N**

**Goodbye!**

Hint: a) The easiest way to store the “words and their meanings” file would be in a dictionary. You may have a dictionary that looks like the one shown below:

{ “opulence”:”great wealth”, “penury”:”extremely poor”, …..}

b) Please create your own “words and their meanings” file to test your code. I will be using my own test file to test your homework submission. Do not hard code filenames in your program.

3. (25 points) The file poetry\_lines.txt is given to you (see Canvas for the file poetry\_lines.txt).

The file contains names of poets and an extract of their poetry. New lines in each poem are represented by a ‘/’. The format of a line is the following:

<Poet’s name>:<poetry delineated by ‘/’>\n

The first string in each line is the name of the author followed by a ‘:’, followed by the poetry which is delineated by ‘/’ to represent a new line in the poem.

The next line contains the next poem and so on.

You are required to input a few lines of your own poem to the python program (with lines separated by “/”) and compute the cosine distance (similarity score) between each line (of poetry from the file) and your own poem. Finally your program should display the following:

1. Each poet and the similarity score with your poem.
2. Finally display the poem that is closest to your input.

An example of how to compute the cosine distance between two lines of text is given below:

Line1: Hi Hi Hi how are you

Line2: Hi how are u u

1. The cosine similarity between two vectors (A and B) is given by the formula:

![Cosine similarity](data:image/png;base64,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)

1. Create a dictionary of keys with the words and the values with the number of occurrences.
   1. Line1dict = {‘Hi’:3,’how’:1,’are’:1,’you’:1,’u’:0}
   2. Line2dict = {{‘Hi’:1,’how’:1,’are’:1,’you’:0,’u’:2}
2. The values in the two dictionaries form the two vectors to be compared. For example:
   1. Line1vector = (3,1,1,1,0)
   2. Line2vector = (1,1,1,0,2)
3. Now you can implement the cosine similarity formula above to compare Line1vector and Line2vector.
4. Note that the cosine distance should be between 0 and 1.

Your program should provide the following:

1. Ability to read in a user provided filename which contains names of poets and an extract of their poetry in the specified format.
2. Read in user’s own poem (using the input() method).
3. Functionality to compute the similarity (use cosine distant) between each poem and the user’s poem and display the results.
4. Finally choose and display the poem that is most similar to the user’s input.

A sample run for the two required functionalities is given below (user inputs are in red):

**Give the name of the poetry file:** poetry\_lines.txt

**Input your poem delineated by “/” for each line:** Whose forest are these I know./He lives in the village/He has no idea I am looking at his property/and seeing the forest fill up with snow.

**Cosine distance results:**

William Wordsworth: xx

William Shakespeare: yy

Robert Frost: zz

The closest poem is:

Robert Frost: Whose woods these are I think I know./His house is in the village though;/He will not see me stopping here/To watch his woods fill up with snow.

Hints:

1. Use Python dictionaries to store the word and the number of times it occurs in the poetry or in the user poem.
2. Work with each line from the poetry\_lines.txt and the user input. Create one vector for the line of poem and another vector for the user input. Note that each vector should have the same words, but the number of times they appear in the poem and user input will be different.
3. Now compute the cosine distance between these two vectors. Use an ordered datatype such as lists to represent the final vectors for cosine calculations.
4. Repeat the steps for all the lines in the poetry\_lines.txt file and calculate the output values.

4. (25 points) This is a project to scrape data from the web and store the results in a text file and the SQLite database.

The website <https://finance.yahoo.com/trending-tickers> lists extensive finance data. You have to write Python scripts/programs to collect the current prices for the following commodities: Crude Oil, Gold and Silver. Your program should store the commodity name and its corresponding price in a text file called **commodity\_prices.txt**.

In addition to the commodity\_prices.txt file, the data should also be stored in an **SQLite** database called **CommodityDatabase** in the directory that your Jupyter Notebook code will be executed from. The CommodityDatabase should have a table called **CommodityTable** that contains the following columns and types:

Ticker TEXT

Price REAL

Every execution of your program should create a new commodity\_prices.txt and CommodityDatabase.db file in the directory (delete any existing files that you will create) that your Python script is located and run.

Testing Instructions:

Verify commodity\_prices.txt file is created with the commodity name and its corresponding price

Verify CommodityDatabase is created in SQLite database having table named CommodityTable and the following columns and types with correct data populated:

Ticker TEXT

Price REAL